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Abstract

Data from GPS-enabled vehicles has become more and more widely used by travel-behavior researchers and transportation system modelers. However, as the GPS data has measurement and sampling errors, it becomes a non-trivial task to infer a map feature associated with a sequence of GPS measurements, especially as maps features may also have inaccuracies. The task of assigning a set of GPS points to a set of map features is called the map matching problem, and the requirement for the assigned features to form a consistent travel route adds additional complexity. The majority of the existing algorithms concentrate on scenarios when sampling rate is low and/or measurement error is high. However, as GPS devices become more accurate and sampling rate becomes higher, a new issue arises, the issue of efficiently analyzing large scale high frequency GPS data sets. In this paper, we analyze a high-accuracy and high-frequency GPS data set collected from instrumented vehicles that participated in the Safety Pilot Model Deployment project using a modified version of the Multiple Hypothesis Technique to match network links, with accuracy and computational efficiency being the focus. We build on previous work in several ways: (i) we proposed a speed-up step that significantly reduces the number of candidate paths, (ii) we improved the way GPS trace segments are matched to road network at turns and intersections, and (iii) we added a new filtering step to identify U-Turn movements. In addition to these improvements, we demonstrate the process of manually fitting the parameters of the algorithm and suggest future directions on how the process of parameter training can be automated.

1. Introduction

Data from GPS-enabled vehicles has become more and more widely used by travel-behavior researchers and transportation system modelers. Such data can be used for multiple purposes, including inference of travel activities [Stopher 2007, Doherty 2001, Wolf 2003, Auld et al. 2009, Auld et al. 2015] and performance of the transportation system [Herrera 2010, Lo 2008, Work 2008]. However, as the GPS data has measurement and sampling errors [Pfoser 99], it becomes a non-trivial task to infer a map feature (point or line) associated with a sequence of GPS measurements. The measurement error is the error in estimated coordinates and associated time step. The error in positional GPS measurement can be described by a bivariate normal distribution [Leick 2015]. The typical error in augmented GPS measurements is in the range between eight and two meters [Brakatsoulas 2005]. The sampling error introduces uncertainty of vehicles position in between the measurements. The task of assigning a single GPS point (as in navigation applications) or a sequence of GPS points (as in post-processing applications used in travel modeling) to a set of map features is called the map matching problem. The goal is to infer the actual location on the map that traveler visited based on the noisy latitude, longitude and possibly speed measurements from GPS, and in the case of post-processing, to have the trajectory resolve into a consistent route through the transportation network. Both measurement error and infrequent sampling rate require attention while developing map matching algorithms. As GPS-equipped vehicles become more and more prevalent, there has been an increasing volume of literature on the map matching problem. The majority of the existing algorithms concentrate on scenarios when sampling rate is low and/or measurement error is high. However, as GPS devices become more accurate and sampling rate becomes higher, a new issue arises, the issue of efficiently analyzing large scale high frequency GPS data sets.
data sets. In previous research, most map matching algorithms focused on introducing topological or probabilistic models to increase the accuracy of matching results, which may actually slow down the map matching process in many cases.

Our work builds on the previously developed methodology by [Pyo 2001, Marchal 2005, Schuessler 2009]. We use a similar approach that applies Multiple Hypothesis Technique (MHT) to map matching problem. As in [Schuessler 2009] our algorithm is applied to a large-scale GPS data set and matched to detailed road network, with accuracy and computational efficiency being the main drivers. In improve on the previous work in several ways: (i) we proposed a speed-up step that significantly reduces the number of candidate paths, (ii) we improved the way curved road segments are matched to GPS data (iii) we added new filtering step to identify U-Turn movements. In addition to improving the previously suggested algorithms, we demonstrate the process of manually fitting the parameters of the algorithm and suggest future direction on how the process of parameter training can be automated. Our further contribution is the development of a test data set based on the data from Ann Arbor. The data set includes the map, GPS data and match between GPS and map performed manually [GitHub 2015]. This data can be used by researchers to validate their algorithms in the future. We also demonstrate our cross-validation procedure that was used to estimate the out-of-sample performance of our map-matching algorithm.

2. Related Work

This section reviews the existing map matching algorithms, including those that we used as a basis for algorithm proposed in this paper. A typical categorization of the map-matching algorithms includes four groups: (i) geometric [Greenfeld 2009], (ii) topological [Chen 2003, Wolfson 2004], probabilistic [Ochieng 2003], and (iv) more advanced techniques [Obradovic 2006, Quddus 2006, Pink 2008]. A good overview of map-matching algorithm developed prior to 2007 is given in [Quddus 2007]. Geometric methods make use of the shapes of the links and traces and the geometric relations between links and shapes. It doesn’t consider the connectivity of links, neither the logical order of trace points. The primary advantage of such methods is that they are the fastest method of matching. However, it can cause errors for deviating trips, and may form illogical trips in which links are not joined. The topological method improves the matching results by considering the connectivity and contiguity of links in the network. Use of a weighing criteria and is very important for topological analysis. The advantage here is that matching results will be logical as links are connected. However, a downside is that if one link is mismatched, it also affects matching connected links, which will be a consecutive error, and can lead to large errors in the final path. Finally, the probabilistic method defines an elliptical or rectangular confidence region around a position. This method is very effective for online map matching, for example, navigation systems, especially when the host vehicle is approaching an intersection. It also suitable for sparse GPS data. However, in most cases, this method requires the most memory to process.

Both geometric and topological algorithms rely on matching the point to the closest map feature, taking the feature geometry into consideration (i.e. road segment curvature). The most naive approach is to
match each point individually to a road segment by minimizing the Euclidian distance. Those methods are somewhat effective and can be easily implemented. In fact, many GIS packages would have this as a standard feature. This approach would work relatively well for grid networks, but would frequently mismatch GPS points close to a road intersection, by incorrectly matching to an adjacent road segment. Another problem is that it sometimes incorrectly matches to wrong side of the road and resulting trajectory. There are several ways to improve this naive approach, one is to incorporate road topology. This will allow to avoid matching to a wrong side of the road and when frequency is high (i.e. we have at least one sample from each road segment) it allows to avoid incorrect matching to adjacent segment. When a given GPS point to a road segment we might still end up with several road segment candidates and further improvements are needed to choose between those candidates. One way to improve is to use heading data, if available and match to the link with the tangent that yields the smallest angle.

Further improvement comes from considering the entire sequence of GPS measurements at one and relying on measuring distances between curves (GPS trace vs. network path). The geometric match between GPS trajectory and road segments is done via minimizing the Fréchet distance, which is a measure of similarity between curves, so that the order of the curve points is taken into account. The goal is to find the path on the map that is the closest, in Fréchet distance sense to the GPS path. Topological methods in addition account for connectivity between road segments and would avoid building a path that is topologically infeasible. A topological method, similar to the Fréchet distance minimization approach was proposed by Li 2013. In this paper authors consider matching a sequence of GPS measurements to a path on the network via minimizing the number of so-called k-segments. Each k-segment is a collection of road segments that present a typical math on a map. This algorithm was motivated by an observations that a small number of sub-paths on the network cover a large fraction of typical trips. Probabilistic methods mostly rely on the notion of filtering and assume some additional information about the state of the vehicle is available of analysis, such as heading or speed. Filtering algorithms (i.e. Kalman filter) allows to assimilate the data into an analytical model of the object motion. For example if we know that a trajectory was generated by a vehicle, we know certain physical constraints associated with how fast vehicle can accelerate/decelerate or perform a turn maneuver. Incorporating those constraints allows to filter out certain measurements that violate them. Further, the filtering algorithms performs the best in real-time applications. Goh 2012 proposed an online map-matching algorithms based on the Hidden Markov Model (HMM) that is robust to noise and sampling errors. In [Goh 2012] authors combined spatial, temporal and topological information using machine learning. Another probabilistic approach was suggested in Chen 2012, where not only the network path was inferred by also a transport mode. The method relies on additional measurements from Bluetooth and accelerometer.

The algorithm proposed in this paper is an adaption of the algorithm developed in [Schuessler 2009], which is in turn build on the method from Marchal 2005. These computationally efficient algorithms build on the Multiple Hypothesis Technique (MHT), which is first introduced by Pyo et al. in 2001 to match large-scale GPS data sets on a high-resolution road network. In Pyo et al. (2001) authors used error regions and extended the existing paths by the links within the error region, while Marchal et al. (2005) adopt a topological search algorithm. In this method, several routes candidates are kept in
following the sequence of GPS points, developed and scored to find the best candidate, and only
determined the best path at the end of the sequence. The method of Marchal et al. (2005) adopted a
topological search algorithm and it proves to be more efficient for larger scale map matching problems.
A limit on the number of candidates kept in memory can ensure computational feasibility.

3. Data Sources
In this paper we analyze the high-accuracy and high-frequency GPS data set collected from
instrumented vehicles that participated in Safety Pilot Model Deployment project that was conducted by
the University of Michigan Transportation Research Institute [UMTRI, n.d.]. The data was collected from
in-vehicle GPS on over 2,000 vehicles at a high frequency (10 Hz). A typical trip data set collected during
the peak time (most tracking users are driving on road) on a single day consists of 50,000,000 -
70,000,000 points. We have used two sample days at the peak data collection time period to develop
and test the algorithm. The points are matched to a road network covering the Ann Arbor-Ypsilanti,
Michigan area. The road network is constructed from open street map network which has been run
through the POLARIS network editor [Argonne, n.d.], a tool for creating transportation network models
from a variety of input data sources. The editor tool allows for the creation of a consistent street
network with correct network topology which is not included in the OSM data. The tool also allowed us
to incorporate network elements from the SEMCOG regional model into the network. The full area
network, with an example trip, is shown in Figure 1.

Figure 1. Ann Arbor area street network with example trip
4. Methodology

The basic methodology is an adaptation of the process developed by Schuessler and Axhausen [2009] where we add additional functionality for identifying turn movements, especially for U-turns, and for truncating the set of candidate paths. The implementation of the algorithm, along with pre-processing and post-processing were implemented using Python and SpatiaLite, which is a spatial extension to open source database management system SQLite. SpatiaLite provides vector geodatabase functionality for storing and computing on spatial data. The workflow used can be divided in six steps:

1. Pre-process: trimming out irrelevant points, reduce the number of processing points, and grouping points to each person’s trips.
2. Initialization: determining the starting links and assign candidate links to each point
3. Path-building: tracing the points sequence to add new connected links for each route, scoring each route when adding new routes to the pool, and remove routes with worst performance to save memory.
4. Post-process: trimming out irregular links in candidate routes through topological criteria.
5. Selection: selecting the best route as the final result

4.1. Pre-processing of GPS points

During the pre-process step four types of irrelevant or erroneous points are removed from the original data set. First, we remove points out of the current road network range (i.e. trips out of the immediate area). The area of study (shown in Figure 1) was smaller than the envelope that encompasses all of the GPS measurements. We used SpatiaLite capabilities to remove the points that are outside of the study area, defined by a polygon. Second, we removed repeated measurements that are usually associated with a stopped vehicle. For that we identified measurements with nearly the same coordinates and zero or nearly zero travel speed. The stop segments are identified and the points are collapsed into a beginning and ending point of the stop. Third, we remove obvious outliers, so that non-smooth traces are avoided. Points that have large heading change are treated as outliers, because they would violate the laws that govern vehicle dynamics. Finally, GPS measurements were removed that were not matched to any of the road segment using a simple geometric match with a 50 meters threshold, which is well outside the error range of the GPS signal. After performing this steps roughly half of the points would be removed from the data set, primarily due to the stop and out-of-area filters. Additionally, a GPS signal stability check is also used. If the time difference or the distance between two contiguous points is too large, then it means the GPS device may lose signals during the trip. If so, because the main purpose is to match points to links forming consistent trips, breaking trips into two at the gap will mitigate this problem. The gaps can be filled in later using either shortest-path routing or other means depending on heuristic rules using gap distance and gap time to determine what the gap represents (e.g. signal loss, stopping at an activity).

4.2. Initialization of remaining GPS points

Initialization is the first step of the main map-matching algorithm. At this stage we generate multiple candidate routes for a trip (thus the name multiple hypothesis). Since topological methods are very sensitive to the choice of a starting link for the route, choosing a best geometric match becomes infeasible, it will potentially lead the rest of map matching to a nonsense route. Therefore, at least 10
closest links to the starting point are included and each link is assigned to be the first link of a candidate route. The candidate links are found as sequences of searches within circles with increasing radius. The search area is expanded until a set of 10 candidate links is identified. The set of initial links and associated paths is shown in Figure 2. In our implementation we create a new instance of class Path and initialize it with the first candidate links.

After identifying the candidate link for the starting point, the set of closest links for each remaining point is also identified. In this case the candidate link for each point are all links within a (fairly conservative) distance of 50 meters. The candidate links for the starting point and remaining points are identified using SpatiaLite intersect functionality, where the links are intersected with the search circle making the process highly efficient. In the process of identifying the candidate links, the projection of each point onto each of its candidate links (or the distance to the nearest end node if no projection) is also stored and used for future analysis.

4.3. Path-building

In the next development step we develop routes by following the sequence of GPS measurements. The algorithm starts with the initial set of candidate paths defined previously at the start point and then for each successive point updates each path by determining if the point is on the current link in each path, or if a transition to a new link has started, growing the candidate path set. The process continues until the end of the GPS trace is reached.

The algorithm has seven primary steps while checking each point \( p \) in the set of all points \( P \), including:
1. Check for single candidate point -> trim candidate path set \((R)\) if true

2. For each path \(r\) in \(R\):
   a. Check if point \(p\) is past the end of the last link \(l\) in \(r\), if not, go to next path
   b. If \(p\) is past end of \(l\), get the set of candidate links, \(C\), at \(p\)
   c. Trim the candidates using the network topology, i.e. only include candidates \(l_c\) that are topologically connected to \(l\)
   d. Add a new path for each viable link \((r + l_c)\) to \(R\)
   e. Remove \(r\), from \(R\)

3. Rescore all paths in \(R\)

4. Drop highest scoring paths until the size of \(R\) is below path set size threshold (10 paths).

Figure 3, below shows the process for updating a path \(r\) at point \(P\), graphically.

In the figure, the point \(P\), is shown to be past the end of link \(A\), which is the first link in the path. Since it is past the link end, the set of candidate links at \(p\) is identified as \(\{A, B, C, D, E\}\). However, \(A\) is excluded as it is the same as the current link, and \(E\) is excluded as there is no topological connection between the current last link \(A\) and \(E\). Now, the new candidate path set becomes \(\{A, AB, AC, AD\}\), and finally, path \(A\) is removed making the candidate set \(\{AB, AC, AD\}\), which are then rescored with addition of the new point. This process will then continue for subsequent point \(P+1\), except now the same process will be followed for each path in the new candidate set. In the example, points will continue to be added to path \(AB\) since the link end will not be triggered, however the score will grow rapidly as the distance from
the points to $B$ increases. Path $AC$ will also continue to add points, with a much lower score as this is the path the points actually follow. And path $AD$ will trigger the link end at point $P+1$ as this point does not project onto link $D$. This link end will follow the above process to add the new paths $ADA$, $ADB$, $ADC$, $ADE$, replacing path $AD$. However, these paths will be higher scoring than the more direct candidates and will eventually be trimmed out.

The most challenging part of developing routes is to determine if the point has reached the end of current link and to identify a transition from one link to another. The main cause of the difficulty is that often minor roads or connector roads (parking lots) are not represented on the map, and that exact street configurations at intersections are not included. A vehicle is driving to/from a non-public road or a parking lot will deviate from the current link earlier, which should be counted as the end of the link. This is a very common situation especially at the end of the trip when the vehicle starts to park in an off-street parking space. Another complication is caused by U-turn maneuvers. U-turn is a common problem because the real route will jump from the current link to its unconnected neighbor link without reaching the physical end of the link (as seen in Figure 4).

![Figure 4. Identification of link ends (or start of U-turns) by heading changes](image)

The original algorithms proposed in Ochieng 2003 and Marchal 2005 addressed all of the issues mentioned above, except for the u-turn case, via three filtering steps. We address the u-turn case by adding a fourth step to link end identification algorithm. The steps include:

1. Check if the distance point is projected onto the link. Here we use the pre-calculated results from the initialization step where the projections of the point onto each candidate link were stored...
using the Line Locate Point function of SpatiaLite. The function returns a value from 0.0 to 1.0, which represents the fraction of total length along the line the projected point is located. If the point projects off the link, it will return 0.0 or 1.0, and so either value indicates reaching a link end.

2. Check if the GPS points are running at an angle to the link (Figure 4). The angle between the link and the trace is calculated by determining the angle between two heading vectors, composed of the trace points and their projected points on the link. If this angle is bigger than a default value (60 degrees), then this vehicle is may be leaving the current link. In addition, a second check is if the relative angle increases at a forward point ahead in the sequence, or whether the angle grows smaller indicating a temporary deviation from the link. If the angle grows the link end is reached. This step is very time consuming compared to Step 1, so should not be used unless the point sequence is approaching the end of the link as determined by the projected fraction (<0.1 or >0.9). However, for a short link, say less than 200 meters, fraction cannot reflect how close the point is to the intersection, and so the angle is checked at every point.

3. U-turn check is very similar to the angle check, however it is run at multiple forward points to verify that the trajectory is turning back on itself. If the vehicle is in the middle of a link, and the heading angle between two heading vectors, which are composed with certain number of previous and following points, is bigger than a default value (in our case we used 120 degrees), then we try to select the second closest link as the next link.

4. Finally, we check if the distance travelled by the GPS sequence along the current link is longer than the length of that link (as in Marchal [2005]) by a factor of 1.5 or higher. This check is rarely triggered, however, due to the accuracy of GPS and the addition of the angle checking step.

Searching for the next link for current point is based on topological attributes of the previous link and other links in the candidate links set. First, new links should be connected to the previous link, which share the same node. Second, if the new link is a single-direction link, it needs to be a one-way road the vehicle can drive to, which is decided by starting and ending nodes of the links. Lastly, the new link cannot be the same as the previous link.

The process of adding candidate links and paths is similar to the breadth-first search algorithms, that traverses a graph by starting at a root node and exploring all of the neighbors before moving to the next level. In our case we not only traverse the graph but also store all of the candidate paths. At each step where the end of a link is reached the total number of paths will increase from $N$ to $N+C$, where $C$ is the number of candidates links at each point. In order to reduce the number of potential paths, we perform a pruning step, by removing paths with a low likelihood of being a part of a final path as mentioned above. As in Schuessler 2009 we use a scoring system to rank the candidate paths and to cut those with lowest score with certain threshold.

To calculate the score, we define $d(p,l)$ be the distance between link $l$ and point $p$ defined as shown in equation 1 (which has been pre-calculated in the initialization step):
where:

\[ d_p = \text{projected distance of } p \text{ onto } l \]

\[ d_e = \text{Euclidean distance from } p \text{ to the } a \text{ or } b \text{ node of link } l \]

The score of each route, then, is calculated by:

\[ SC_{\text{route}} = \sum_{\text{point}} \sum_{\text{link}} d(p, l) \delta_{p,l} \]  

Where:

\[ \delta_{p,l} = 1 \text{ when point } p \text{ is assigned to link } l. \]

Ideally, the real route should have the minimum score. In this algorithm, the candidate routes limit is set to 10, which is the same as the starting candidate routes number and suitable for high accuracy GPS data. If number of routes is higher than 10, routes with maximum scores are ruled out. When adding new routes, duplicate routes are also deleted.

Finally, any time in the route development process that the set of candidate paths all converge to the same link, all of the paths are evaluated and only the best performing path is kept since the remaining paths are no longer needed as they have no way to outperform the current best path. This significantly reduces the number of path evaluations needed, and happens in areas of the network where the GPS points only have a single candidate link (i.e. within 50 meters), as the topological connection constraint forces all paths to converge.

### 4.4. Post-processing and selection

The final post-process step starts when the algorithm detected the last link in each path for the last point. The goal is to remove the redundant links in each route, which can happen in particular configurations of GPS trace and network geometry. The most common cause of redundant links occurs when links intersect when the GPS point at the intersection is closer to the crossing link than the actual link. Normally this would not matter (for instance in the example shown in Figure 3), however, occasionally the following point is located in such a way that the link end algorithm is triggered (i.e. the point drifts to the other side of the actual link temporarily). This results in the one point connected to the crossing link having the minimum score and being included in the best path. As this happens somewhat frequently we need an algorithm to correct for this situation.

A node check is used to rule out these links, whereby and link path which has a short cycle from and to the same node or where the end node of the link does not match the start node of the next link, is eliminated. Next, a set of spurious links are frequently generated as a result of U-Turn detection step in the main algorithm. Since the U-turn step may be activated several times on one U-turn, and each time a U-turn on the middle of a link is detected, the next point will be assigned to the neighbor link, it will caused a series of links going back and forth between two links. Post-process will clean these links and...
keep the first-time switching as the right one. Because central difference is used for the heading vector formation, it is quite accurate in testing. After all of the candidate paths are processed we choose the route with the lowest score as the final path for output.

5. Results
To evaluate the accuracy and computational speed of the algorithm, 20 people’s driving records were randomly picked from the two-day driving database - 10 from each day. The size of the sample was limited due to the need for manual matching of each point to a link through visual inspection, a time-consuming process. The 10 records (for a total of 47 trips) from the first day were used during algorithm development to tune various parameters such as the maximum search distance, number of candidate paths, angle thresholds for the link end identification and so on. The sample was run through the algorithm many times to correct various aspects of the routine. However, in order to validate the model, the second day random sample was used as a hold back set. This sample was only run through the algorithm after it was completely developed in order to validate the routines and to ensure that the algorithm was not overfit to the initial sample. The results are shown in Table 1 below. For each trip, links are categorized into matched links, mismatched links (links that the vehicle didn’t drive on but recorded by the algorithm) and missed links (links which the vehicle did drive that were not observed by the algorithm). Precision in the table is defined as: matched link in the output divided by total links identified by the algorithm, while the recall of the algorithm is matched links divided by total actual driving links. The results are shown for both the training and test sets.

Table 1. Map-matching accuracy for training and test datasets

<table>
<thead>
<tr>
<th></th>
<th>Training set (Day 1)</th>
<th>Test set (Day 2)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Actual Link</td>
<td>Mismatch</td>
</tr>
<tr>
<td>Matched Link</td>
<td>1436</td>
<td>7</td>
</tr>
<tr>
<td>Missed</td>
<td>10</td>
<td></td>
</tr>
<tr>
<td>Recall</td>
<td>99.3%</td>
<td></td>
</tr>
</tbody>
</table>

In general, the results of the algorithm have very good precision and recall, with very few errors in either data set. The training set results are slightly better than the test set results, as expected as the algorithm was updated until the training set performed to this level. However, the test set shows similar good performance, with only a 2% drop in precision and recall, demonstrating that the algorithm is not overfit to the training case.

The algorithm has been applied to the entire two-day sample of GPS traces, a total of 10,972 trips. The matching of the GPS points for each trip to the Ann Arbor network allows for interesting applications in transportation modeling. Potential uses include route choice analysis, trip table generation, network...
performance monitoring, and so on. As an example, Figure 5 shows an estimate of the network performance through the use of a link speed ratio, defined as the average speed observed on the link over all trips divided by the top speed. The GPS data provides fairly good coverage with 63% of all links observed at least once, and 97% of highway links and 70% of major arterials observed more than 20 times.

Figure 5. Link speed ratio (avg. speed / max speed) generated from GPS traces for Ann Arbor network, observed over two days

6. Discussion and Conclusions

In this paper we proposed improvements to the multiple hypothesis testing algorithm for performing map-matching using high-frequency GPS data. We showed how the proposed algorithms provides good matching results when validated against correct routes determined by visual inspection. An implementation of the algorithm using Python language and SQLite tools was developed and published. We also developed a testing data set that can be used by other researchers for evaluating and further developing other matching algorithms. The methodology can handle large scale datasets and efficiently identify road segments to be matched. The approach was demonstrated using a data set collected as
part of the safety pilot deployment conducted at Ann Arbor, where accuracies of 98% where achieved in
out-of-sample testing.

There are a number of possible avenues for future improvements. First, the presence of large sampling
errors is not treated in our current approach since it was not an issue for our dataset, but can be an
important consideration for other GPS studies. Especially when data is used in real-time applications,
when data is transmitted with low frequency and when the communication signal suffers disruptions.
Another important improvement would be to automate the parameter tuning procedure. In our current
implementation parameters were tuned using part of the manually matched data (training data). We
selected a few candidate sets of parameters and evaluated the performance of the algorithm in the
remaining manually matched data (testing data). Even though we were able to find manually a set of
parameters, that lead to high level of accuracy in matching results, it is will not necessarily be the case
for larger data sets. A possible approach is to use local search algorithm to minimize the error of
matches when performed on out-of-sample data. A hill climbing algorithm could be a good candidate
algorithm for that purpose.
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